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Abstract

This paper investigates the feasibility of a plugin facilitating identification of code quality. The proposed solution includes a distributed plugin that performs static code analysis as well as machine learning based classification, and is able to identify well written and badly written code.

Introduction

Many collaborative tools for peer and machine code analysis exists. Most of them are complicated to use and do not support both automated and manual code analysis. This paper presents a plugin for Eclipse with the intention of simplifying source code rating. This is done based on a state-of-the-art analysis of benefits and disadvantages with existing plugins. The proposed plugin, developed in collaboration between academia and the industry, aims at a general purpose code quality tool for software development companies and institutions.

Since code review came into focus there have been published several papers about peer and automated code review [7]. Automated code analysis/code review and efficiency of this technology still remains a topic of intense research after more than thirty years [3, 9, 6]. Some work has already been done in the direction of rating code and code review, there exist several plugins aimed on providing a way of rating the code [10, 9, 4, 1]. Most of these plugins are useful, but these plugins are complicated and mostly focused either on peer rating or automated rating. Similarly papers have been published about collaborative tools [5, 4, 2], and research of peer code review have been done in different areas [8, 11].

We are investigating to what extent a tool that facilitates identification of well written and badly written source code improves the code quality. The initial part of this project, and the core part of this paper, is to implement a proof of concept for this investigation. The tool should use both peer review/human rating, static code analysis and automated machine learning code review. It should be possible to compare the classification from different methods to examine which have the most impact, if any.

Design

To investigate the possibility of code analysis, we have proposed a solution for a plugin that facilitates identification of well written and badly written code. We focus on a simple implementation of automated code analysis, the plugin should use both automated and peer code review.

The users of the plugin will open a source file that is submitted for review, select the code that s/he wants to review, and push a button or select a menu to review. We suggest a framework that is extendable with new methods, both static and classification methods. Requirements for the plugin was created in cooperation with the industry.
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Developers use the plugin to send code for review, rate code, and get feedback from the static analysis. It is possible for administrators, groups of developers or the individual developer to use an administrative or web interface to get more detailed information and reports from the system. A reviewer on the other hand, selects the code s/he wants to review, and pushes a button or selects a menu item to give it a review. S/he should be able to select the type of review and add a comment. When a file is opened for review, all previous reviews are shown. It is possible to add a new review to a part of the file that already has previous reviews.

The code reviews from the human rating is statically analyzed. Several features/parameters are extracted and used as training data for the Naive Bayes classification using parameters and maximum likelihood. This facilitates classification of new source code. The results from the static analysis is stored, and the user gets a visible summary of the analysis result, and a notification whether his/hers code does not follow the defined rules. The information will help the users improve the quality of the source code. Naive Bayes classification will give a possibility to find out which of the features influence mostly on the reported "likes" or "dislikes".

The plugin has the possibility to compare different methods in the editor. “The Leave one Out” method can be used to compare the quality of one classification method against another classification method, or compare review done by human rating against automated result from the classification. This facilitates identification of which methods that are most accurate if several results are compared.

**Discussion**

In this project we developed a plugin for Eclipse and Java, that supports code review. We have shown that it is possible to implement a plugin, that includes peer code review, static analyzer and automatic classification of code.

Research about source code analysis (SCA) has shown that SCA, bot related to automated and peer review, has a positively influence on the quality of code. Using collaborative tools, stimulates developers to think more about their code and its quality. Our tool, which provides all the basic features of peer code review, makes developers pay more attention to their code. The way of evaluation of code quality for peer review is based on their “likes” and comments. While “likes” directly show that code is considered to be well or badly written, comments provide additional information. This approach is used by many collaborative tools and many developers web tools, including online resource for providing help with software development \(^1\). Such systems have shown in practice that rating of comments is useful and might help to distinguish between well written and badly written code. In our project we have implemented a
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\(^1\) [http://stackoverflow.com](http://stackoverflow.com)
system for ranking source code. Moreover, our main goal was to implement a plugin, which will provide peer review with a possibility to give likes and leave comments.

When we speak about identification of well written and badly written code done by static code analysis, we also focus on static tools. We have shown a simple implementation of static analysis, as, for example, examining if the variables are Camel Cased and start with a lowercase. According to official documentation from Oracle\(^2\), using these simple rules for naming improves code quality and make it more user-friendly and reusable. Our motivation was to show that a static tool can be used for improving the code quality and that it could be used in a pair with peer review. Sufficient data will be obtained during the following project. Code analysis is evolving and there comes up new efficient ways of evaluation of the source code, one of them is the application of algorithms and techniques from areas such as Machine Learning and Data Mining. In this project, we are interested in whether an approach like Naïve Bayes classification can be used for code analysis. We chose this approach, because it is relatively easy to use in comparison with other classification methods, but still gives a reliable result. Our results were based on synthetic data, which was created for this purpose. As attributes we used features from the static analysis. The result of applying this classification we predict if the user will “like” or “dislike” the code. If one of the attributes is more important for that user, it will have more influence on the tuple of Naïve Bayes classification, and thus on the overall estimation.

We have implemented a plugin with possibility for peer review. Moreover, we followed some of the 11 best practices for code review [9], sending smaller portions of the code for review should improve the effectiveness of code review, and for this reason, our program is limited to reviewing one method at a time. Another recommendation was that: "Managers must foster a good code review culture in which finding defects is viewed positively". Another best practice is that our plugin was done in a lightweight-style. Lightweight-style code review is efficient, practical, and effective at finding bugs. We have proposed a possible solution for static code analysis. And base the static code analyzer on different patterns that can be found in the source code. Providing a model for static code analysis is a good starting point for further research. We have provided the theoretical background for implementation of both static code analysis and classification of the code. To implement classification in our project, we will use patterns from static analysis and “likes” from peer review as a training data. The solution has been successfully tested using synthetic data.

**Conclusion**

We have proposed a framework for identification of well written and badly written source code performed by a combination of human reviews, static analysis and classification methods. We have implemented an open source Eclipse plug-in that facilitates identification of well written source code done by peer review and also proposed models for the implementation of static code analysis and Naïve Bayes classification. We have shown that Naïve Bayes classification can be used in the purposes of predicting "good" and "bad" quality of code. Our initial analysis has shown that source code analysis and collaborative tools are topical and efficient instruments for software developers. Better understanding of SCA tools might help to improve user’s code and increase his/her knowledge, which will lead to better project outcome. Contributions from this work include: A plug-in that facilitates identification of well written code. Design for a framework that use static analysis and classification methods.

\(^2\) http://www.oracle.com/technetwork/java/codeconv-138413.htm
Algorithms and proposed solution for using static analysis together with Naïve Bayes to automatically identify well written and badly written source-code.

**Future Work**

This project is part of an ongoing research project. In the next states we plan to extend the Proof of Concept to a fully functional plugin. Open issues include answering questions such as: - Is the quality of the source code in projects improved if this tool is used in a social setting? - Is it possible to use the tool to identify code quality difference in different projects. - Does the plugin have a positive impact on the code quality, in line with [8, 9, 5]. We plan to investigate additional machine learning approaches for code quality. Further, we will do empirical analysis in collaboration with the industry through social networks.
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